From controller to threads

- Threads are lightweight processes (what’s a process?)
  - Threads are part of a single program, share state of the program (memory, resources, etc.)
  - Several threads can run “at the same time”
    - What does this mean?
  - Every Swing/AWT program has at least two threads
    - AWT/event thread
    - Main program thread

- Coordinating threads is complicated
  - Deadlock, starvation/fairness
  - Monitors for lock/single thread access

Concurrent Programming

- Typically must have method for ensuring atomic access to objects
  - If different threads can read and write the same object then there is potential for problems
    - ThreadTrouble.java example
    - Consider getting x and y coordinates of a moving object
  - If an object is read-only, there are no issues in concurrent programming
    - String is immutable in Java, other classes can have instance variables be defined as final, cannot change (like const)

- In Java, the keyword synchronized is the locking mechanism used to ensure atomicity
  - Uses per-object monitor (C.A.R. Hoare), processes wait to get the monitor, it’s re-entrant

Using synchronized methods

- Methods can be synchronized, an object can be the argument of a synchronized block, a class cannot be synchronized
  - Every object has a lock, entering a synchronized method of the object, or using the object in a synchronized block, blocks other threads from using synchronized methods of the object (since the object is locked)
  - If a synchronized method calls another synchronized method on the same object, the lock is maintained (even recursively)
  - Another thread can execute any unsynchronized method of an object O, even if O’s lock is held
  - A thread blocks if it tries to execute a synchronized method of an object O if O’s lock is held by a different thread

Thread classes in Java

- Classes can extend java.lang.Thread or implement java.lang.Runnable, (note: Thread implements Runnable)
  - A thread’s run method is executed when the thread is started
  - Typically the run method is “infinite”
    - Executes until some final/done state is reached
    - The run method must call sleep(..) or yield(); if not the thread is selfish and once running may never stop
  - A runnable object is run by constructing a Thread object from the runnable and starting the thread

- Threads have priorities and groups
  - Higher priority threads execute first
  - Thread groups can be a useful organizational tool